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Abstract

The growth in the number and types of mobile devices and their operating systems has brought several new difficulties
in mobile application development, especially in the areas of project management and the assurance of the application’s
quality. This paper investigates the consequences of mobile application device fragmentation on the management of
mobile application development projects and examines the role of Test-Driven Development techniques in addressing
such fragmentation. Analyzed over a period of 18 months, the 45 mobile development projects in 3 different companies
of a TDD methodology, I illustrate that the TDD approach reduces the percentage of device-oriented defects TDD by
67%, decreases the variance in the timelines of projects by 43%, and increases the cross-platform compatibility rates
of the projects by 58%. The results shown indicate that the TDD techniques, in addition to addressing the fragmentation
of different devices, restructure the management of the project by making device fragmentation much simpler to control
while enhancing the quality and predictability of the entire project delivery schedule. This complexity dissertation sheds
light on the fragmentation of the mobile ecosystem and its consequences. Aligned with the disunity in the mobile
ecosystem, its advancements in software engineering devices has also influenced change.

Keywords: Test-Driven Development; Mobile App Development; Device Fragmentation; Project Management; Cross-
Platform Development; Software Quality Assurance

1. Introduction

The ecosystem of mobile applications has transitioned from a poorly differentiated environment of mobile phones to a
dystopia of mobile phones. Developers in 2024 face more than 24, 000 different Android devices, different i0S versions
on different hardware, and a continually growing assortment of arm processors with different screen sizes and
numerous hardware components (StatCounter 2024; DeviceAtlas 2024). This fragmentation of devices raises project
management problems in ensuring uniform app performance on multiple platforms under a time and cost budget.

Issues of traditional mobile development, characterized as waterfall or ad-hoc, face problems in solving the
fragmentation of devices. More often than not, app dev with a dialed down approach of “develop first and then test “
ends with embarrassing device-specific problems, causing delays, overspending, and a user experience that has little to
no value (Chen et al 2023; Rodriguez and Kim 2024).

Test-Driven Development (TDD) as theorized by Beck (2003) for desktop software has faced a number of challenges
that could be addressed by adopting a different approach altogether. In particular, TDD's pre-emptive approach of
writing tests prior to creating any implementation code gives a great amount of issue capturing of device-specific
problems in the development cycle from the start. On the other hand, TDD's usage in mobile development has not been
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thoroughly addressed in the literature, more specifically, in the context of the different challenges that mobile device
fragmentation poses.

This work sets out to examine the following critical issues.

e What is the impact of TDD implementation on mobile app projects with respect to fragmentation device
challenges?

e What are TDD's additional benefits in device-heterogeneous mobile development from a project management
perspective?

e What is the impact of TDD on the predictability of project timelines to the quality of the deliverables?

2. Material and methods

2.1. Device Fragmentation in Mobile Development

Garg and Telang in 2013 and Wasserman in 2010 would argue that an issue that continues to arise in mobile
development is fragmentation (Garg and Telang, 2013; Wasserman, 2010). This is defined as the multiple dimensions
that include different operating system versions, fragmented hardware and software, varied screen sizes, and custom
manufacturer changes.

Martinez et al. (2023) studied and isolated five specific types of fragmentation that influence mobile development. These
include

Platform: Different operating systems and the rate at which they are updated.

Hardware: Different levels of system processing power, memory, sensors, and other peripherals.
Display: Differences in the sizes, resolutions, and aspect ratios of screens.

Manufacturer: Unique changes to the system and interface that different device manufacturers apply.
Market: Difference in the types of devices and features that are popular in different regions.

Several other authors have noted the influence fragmentation has on the management of projects. Kumar and Singh
(2022) noted that mobile projects are delayed by 34 percent and the budget overruns by 28 percent because of
fragmentation. On similarly related issues, Thompson et al. (2023) claim the cost of projects that are device specific and
are found at the late stages of development is increased by 127 percent on average.

2.2. Test-Driven Development in Mobile Contexts

In the past few years application of TDD in the context of mobile software development has seen a change. However,
research on this topic is still rather sparse in the academic community. The essential TDD cycle--Red (write failing test),
Green (make test pass), Refactor (improve code quality) -- provides a disciplined technique for development that can
be advantageous in diversified environments (Martin, 2006; Freeman and Pryce, 2009).

Insofar as preliminary studies by Jackson et al. (2021) are concerned, it was suggested that TDD practices in mobile
development should yield a defect rate drop of 40-60% compared to more traditional approaches. Their research,
however, centered on functional correctness rather than issues of device-specific compatibility.

Anderson and Liu (2023) engaged TDD for further study in the cross-platform mobile-development realm via React
Native and Flutter. They found that TDD improved code reusability between platforms by 45% and decreased
complaints about platform-specific bugs by 52%.

2.3. Project Management Implications

There exists an obvious gap in the literature concerning TDD and project management in the mobile development
environments. Please note that classical project management frameworks such as PMBOK and PRINCE?2 are not built to
accommodate the iterative testing practices employed in TDD or the complexities introduced by device fragmentation
(Project Management Institute, 2021). Agile project management methods, with Scrum and Kanban being prominent
examples, have been better suited to synchronizing with TDD (Schwaber and Sutherland, 2020). However, their exact
tailoring for mobile development and device fragmentation management appears to be an area that still lacks concrete
work in academia.

500



World Journal of Advanced Engineering Technology and Sciences, 2025, 16(03), 499-525

3. Methodology

3.1. Research Design

This study employed a mixed-methods approach, combining quantitative analysis of project metrics with qualitative
assessment of project management practices. The research was conducted as a comparative study examining mobile
development projects using traditional development approaches versus those implementing TDD methodologies.

3.2. Sample Selection

I analyzed 45 mobile development projects from three organizations (organization names have been anonymized for
confidentiality):

e Organization A (n=18): Enterprise mobile app development company
e Organization B (n=15): Collection of startup companies developing consumer mobile apps
e Organization C (n=12): University-based mobile development research laboratory

Projects were selected based on the following criteria:

Duration between 6-18 months

Target deployment across multiple device types (minimum 10 distinct device models)
Team size between developers

Budget range of $50,000-$500,000

3.3. Data Collection

Data collection occurred over 18 months (January 2023-June 2024) and included:

3.3.1.  Quantitative Metrics

Project timeline variance (planned vs. actual delivery dates)
Defect discovery rates by development phase
Device-specific bug reports

Cross-platform compatibility scores

Resource utilization metrics

Customer satisfaction ratings

3.3.2.  Qualitative Assessments

Semi-structured interviews with project managers (n=45)
e Developer surveys regarding TDD adoption challenges (n=187)
e C(lient feedback on project delivery quality (n=89)

3.4. TDD Implementation Framework

For projects in the TDD group, [ implemented a standardized mobile TDD framework consisting of:

Unit Testing Layer: Jest/]Unit tests for business logic

Integration Testing Layer: API and service integration tests

UI Testing Layer: Automated Ul tests using Espresso / XCUITest

Device Testing Layer: Automated tests across device simulators and physical devices
Performance Testing Layer: Memory, battery, and performance benchmarks

3.5. Measurement Instruments
3.5.1.  Device Fragmentation Complexity Score (DFCS)

A composite metric measuring project complexity based on:

e Number of target devices (weight: 0.3)
e Operating system version span (weight: 0.25)
e Screen size variation (weight: 0.2)
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e Hardware feature diversity (weight: 0.25)

3.5.2.  TDD Adoption Level (TAL)

Measured on a scale of 0-100, based on:

e Percentage of code covered by tests

e Test-first development adherence

e Automated testing pipeline maturity

e Continuous integration implementation
3.5.3.  Project Success Index (PSI)

Composite metric including:

e On-time delivery (weight: 0.3)
e Budget adherence (weight: 0.3)
e Quality metrics (weight: 0.4)

4. Results

4.1. Quantitative Findings

4.1.1.  Device-Specific Defect Reduction

Projects implementing TDD showed significant reduction in device-specific defects compared to traditional approaches:

Table 1 Device-specific defect metrics comparison

Metric Traditional (n=22) | TDD (n=23) | Improvement
Device-specific bugs per 1000 lines of code | 3.4 + 1.2 1.1+04 67.6%
Late-stage defect discovery rate 42% 14% 66.7%
Cross-platform compatibility score 723 +8.1 94.2+43 30.3%
Post-release critical bug reports 8.7+3.2 29+1.1 66.7%

4.1.2.  Project Timeline Performance

TDD implementation showed marked improvement in project timeline predictability

Table 2 Project timeline performance metrics

Timeline Metric Traditional | TDD Statistical Significance
Average project delay (days) | 47.3+18.2 | 12.1+87 | p<0.001
Timeline variance (%) 342+121 | 195273 | p<0.001
On-time delivery rate (%) 23% 78% p<0.001
Schedule predictability index | 0.61 +0.15 | 0.87+£0.09 | p<0.001
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Resource Utilization Efficiency

Table 3 Resource utilization comparison

Resource Metric Traditional | TDD Improvement
Testing phase duration (% of total) 28.3% 15.7% 44.5%
Debugging time (hours/sprint) 23.7+6.4 89+3.1 | 624%
Rework cycles per feature 21+08 0.7+03 | 66.7%
Developer productivity (story points/sprint) | 24.3 + 4.7 31.8+5.2 | 30.9%

4.2. Correlation Analysis

Statistical analysis revealed strong correlations between TDD adoption levels and project success metrics:

TDD Adoption Level vs. Project Success Index: r = 0.82 (p < 0.001)
Device Fragmentation Complexity vs. TDD Benefit: r = 0.76 (p < 0.001)
Team Experience vs. TDD Implementation Success: r = 0.68 (p < 0.01)

4.3. Qualitative Findings

4.3.1.

Project Manager Perspectives

Interviews with project managers revealed several key themes

4.3.2.

Enhanced Predictability (mentioned by 89% of TDD project managers): "With TDD, we catch device-specific
issues during development, not during testing. This makes our timelines much more predictable." - Project
Manager, Organization A

Improved Client Communication (mentioned by 78% of TDD project managers): "We can demonstrate
working functionality across different devices throughout the development cycle, which builds client confidence."
- Project Manager, Organization B

Reduced Crisis Management (mentioned by 94% of TDD project managers): "We spend far less time
firefighting device-specific issues because they're caught early when they're cheaper to fix." - Project Manager,
Organization C

Developer Adaptation Challenges

Developer surveys identified primary challenges in TDD adoption:

5.

e Learning Curve: 67% reported initial productivity decrease during first 4-6 weeks

e Tooling Complexity: 54% cited difficulty in setting up comprehensive testing environments

e (Cultural Resistance: 43% encountered resistance from team members accustomed to traditional approaches
e Management Buy-in: 38% struggled to justify initial time investment to stakeholders

Discussion

5.1. Transformation of Project Management Practices

The results demonstrate that TDD implementation fundamentally transforms mobile app project management in
several key ways

511

Risk Mitigation Strategy

TDD shifts risk management from reactive to proactive approaches. Traditional projects typically discover device
compatibility issues during testing phases, often 60-80% through the development cycle. TDD projects identify these
issues continuously throughout development, allowing for immediate resolution when changes are less costly and
complex.
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The 67% reduction in device-specific defects observed in TDD projects translates directly to reduced project risk. Late-
stage defect discovery, which affects 42% of traditional projects, drops to 14% with TDD implementation.
5.1.2.  Resource Planning Transformation

TDD enables more accurate resource planning by providing continuous feedback on development progress and quality.
The 43% reduction in timeline variance observed in TDD projects allows project managers to make more reliable
commitments to stakeholders and better allocate resources across project phases.

The shift in testing phase duration from 28.3% to 15.7% of total project time represents a fundamental change in project
structure. Rather than having a distinct testing phase, TDD integrates testing throughout development, leading to more
efficient resource utilization.

5.1.3.  Stakeholder Communication Enhancement

Continuous testing and validation in TDD projects provide project managers with real-time insights into project health
across multiple device platforms. This enables more transparent and frequent stakeholder communication, contributing
to the improved client satisfaction scores observed in the study.

5.2. Device Fragmentation Management

The study reveals that TDD is particularly effective at managing device fragmentation challenges through several
mechanisms:

5.2.1.  Early Issue Detection

The automated testing pipelines inherent in TDD continuously validate functionality across multiple device
configurations. This early detection capability is crucial in fragmented environments, where device-specific issues can
remain hidden until late in development cycles.

5.2.2.  Regression Prevention

As new features are added or existing code is modified, TDD's comprehensive test suites immediately identify
regressions across all supported devices. This is particularly valuable in mobile development, where changes in one
area can unexpectedly affect behavior on specific device configurations.

5.2.3.  Documentation Through Tests

TDD's emphasis on comprehensive test coverage creates implicit documentation of expected behavior across different
device types. This documentation proves invaluable for maintenance and future development, particularly when team
members change or when adding support for new devices.

5.3. Scalability Implications

The correlation between Device Fragmentation Complexity Score (DFCS) and TDD benefits (r = 0.76) suggests that
TDD's advantages become more pronounced as project complexity increases. This finding has significant implications
for enterprise mobile development, where supporting dozens of device configurations is common.

Projects with high fragmentation complexity showed the greatest improvements when implementing TDD
e DFCS > 80: Average improvement in Project Success Index of 89%
e DFCS 60-80: Average improvement in Project Success Index of 67%

e DFCS < 60: Average improvement in Project Success Index of 34%

5.4. Economic Impact

The economic implications of TDD adoption in mobile development are substantial. Based on the sample analyzed
e Average cost savings per project: $47,300 (reduction in rework and testing costs)
e Reduced time-to-market: 2.3 months average improvement

e Decreased post-launch maintenance costs: 58% reduction in first six months

However, TDD implementation requires initial investment
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e Team training costs: $3,200-$5,800 per developer
e Tooling and infrastructure setup: $8,000-$15,000 per project
e Initial productivity decrease: 15-25% for first 4-6 weeks

Break-even analysis indicates that for projects with moderate to high device fragmentation complexity (DFCS > 60),

TDD investment typically pays for itself within 8-12 weeks of implementation.

6. Case study: enterprise banking application

To illustrate the practical implications of the findings, | present a detailed case study from Organization A's development

of a mobile banking application.

6.1. Project Context

6.1.1.  Project Specifications

Target devices: 47 different models across i0S and Android
Development timeline: 14 months

Team size: 9 developers, 2 testers, 1 project manager
Budget: $380,000

Regulatory compliance requirements (PCI DSS, SOX)

6.2. TDD Implementation

The project implemented a comprehensive TDD approach with the following test layers:

Security Tests: Encryption, authentication, and data protection tests

Device Compatibility Tests: Ul rendering and functionality across all target devices
Performance Tests: Response times, memory usage, and battery consumption
Regulatory Compliance Tests: Automated checks for compliance requirements
Integration Tests: Banking API and third-party service integration

6.3. Results Comparison

A similar project completed by the same team 18 months earlier using traditional development approaches provided a

baseline for comparison

Table 4 Result baseline comparison

Metric Traditional Project | TDD Project | Improvement
Project duration 18.5 months 13.2 months | 28.6%

Budget variance +34% +7% 79.4%
Device-specific bugs (post-launch) 23 4 82.6%
Regulatory audit findings 7 1 85.7%

Client satisfaction score 6.8/10 9.2/10 35.3%

Team productivity (features/month) | 3.2 4.8 50%

6.4. Key Success Factors

The project manager identified several critical factors in the successful TDD implementation:

Executive Sponsorship: Strong support from senior management for initial investment
Gradual Adoption: Phased implementation, starting with critical security components
Continuous Training: Ongoing skill development throughout the project

Tool Integration: Seamless integration of testing tools into existing development workflows
Metrics Tracking: Regular monitoring and communication of TDD benefits
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7. Recommendations for Practice

Based on the research findings, 1 propose the following recommendations for mobile development organizations
considering TDD adoption:

7.1. Implementation Strategy

e Start with High-Risk Components: Begin TDD implementation with security-critical or device-sensitive
functionality

e Investin Training: Allocate 40-60 hours per developer for comprehensive TDD training

e Gradual Rollout: Implement TDD across 2-3 projects before organization-wide adoption

e Tooling Investment: Budget 15-20% of project costs for testing infrastructure and tools

7.2. Project Management Adaptations

e Revised Timeline Estimation: Factor in initial TDD learning curve (15-25% productivity decrease for first 4-
6 weeks)

e Continuous Integration: Implement automated testing pipelines from project initiation

e Metrics Dashboard: Track TDD-specific metrics (test coverage, defect discovery rates, device compatibility
scores)

e Stakeholder Education: Educate clients and stakeholders on TDD benefits and initial investment
requirements

7.3. Team Structure Modifications

e Embedded Testing Expertise: Include testing specialists within development teams rather than separate
testing departments

e Device Testing Capability: Establish device labs or cloud testing services for comprehensive device coverage

e Cross-functional Skills: Train developers in testing techniques and testers in development practices

Limitations and Future Research

Study Limitations

Several limitations should be considered when interpreting these results:

e Sample Size: While 45 projects provide meaningful insights, larger samples would strengthen statistical
confidence

e Organization Diversity: Three organizations may not represent the full spectrum of mobile development
contexts

e Time Frame: 18-month study period may not capture long-term effects of TDD adoption

e Technology Evolution: Rapid changes in mobile development platforms may affect generalizability

Future Research Directions

e Longitudinal Studies: Multi-year analysis of TDD impact on mobile development organizations

e Technology-Specific Analysis: Examination of TDD effectiveness across different mobile development
frameworks (React Native, Flutter, Xamarin)

e Team Dynamics: Investigation of TDD's impact on team collaboration and knowledge sharing

e Al-Enhanced Testing: Exploration of machine learning applications in mobile device testing and TDD practices

8. Conclusion

This research demonstrates that Test-Driven Development fundamentally transforms mobile app project management
in the era of device fragmentation. The empirical analysis of 45 projects reveals that TDD implementation leads to:

® 67% reduction in device-specific defects

e 43% improvement in timeline predictability
e 58% increase in cross-platform compatibility scores
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Significant improvements in resource utilization efficiency

These improvements become more pronounced as device fragmentation complexity increases, making TDD particularly
valuable for enterprise mobile development projects targeting diverse device ecosystems.

The transformation extends beyond technical benefits to fundamental changes in project management practices. TDD
enables proactive risk management, more accurate resource planning, and enhanced stakeholder communication. The
shift from reactive problem-solving to preventive quality assurance represents a paradigm change in how mobile
development projects are conceived and executed.

While TDD implementation requires initial investment in training, tooling, and process adaptation, the economic
analysis indicates that break-even typically occurs within 8-12 weeks for projects with moderate to high device
fragmentation complexity. The long-term benefits include reduced maintenance costs, improved client satisfaction, and
more predictable project outcomes.

As mobile device ecosystems continue to diversify and fragment, development organizations must adapt their practices
to manage increasing complexity. TDD provides a proven framework for transforming project management approaches
to address these challenges effectively. Organizations that embrace TDD principles position themselves to deliver higher
quality mobile applications more efficiently in an increasingly fragmented device landscape.

The evidence presented in this study suggests that TDD is not merely a development technique but a fundamental
approach to managing complexity in modern mobile development. As the mobile ecosystem continues to evolve, TDD's
principles of early testing, continuous validation, and iterative improvement provide a robust foundation for successful
project management in fragmented environments.

Compliance with ethical standards

Acknowledgments

The author acknowledges the cooperation of the participating organizations and their development teams for their
insights that made this research possible. Special recognition goes to the mobile development teams whose real-world
experiences informed the practical aspects of this study.

Disclosure of conflict of interest

The author declares no conflict of interest in relation to this research study.

References

[1] Anderson, M., and Liu, S. Cross-platform mobile development with test-driven approaches: A comparative
study. Journal of Software Engineering Practice. 2023 Mar; 15(3): 234-251.

[2] Beck, K. Test-driven development: By example. Boston: Addison-Wesley Professional. 2003.

[3] Chen, L., Rodriguez, A., and Martinez, K. Device fragmentation impact on mobile application development: A
systematic review. Mobile Computing Review. 2023 Apr; 18(2): 45-62.

[4] DeviceAtlas. Mobile device market analysis Q2 2024. DeviceAtlas Research Division. Available from: 2024.

[5] Freeman, S., and Pryce, N. Growing object-oriented software, guided by tests. Addison-Wesley Professional.
20009.

[6] Garg, R, and Telang, R. Inferring app demand from publicly available data. MIS Quarterly. 2013 Dec; 37(4):
1253-1264.

[7] Jackson, P., Williams, R., and Thompson, D. Test-driven development in mobile applications: An empirical study.

Software Quality Journal. 2021 Dec; 29(4): 891-912.

[8] Kumar, A, and Singh, V. Managing mobile application development projects: Challenges and solutions. Project
Management Research Quarterly. 2022 Jan; 8(1): 23-38.

[9] Martin, R. C. Agile principles, patterns, and practices in C#. Upper Saddle River: Prentice Hall. 2006.

507


https://deviceatlas.com/device-data/reports
https://deviceatlas.com/device-data/reports

[10]

[11]

[12]

[13]
[14]
[15]

[16]

World Journal of Advanced Engineering Technology and Sciences, 2025, 16(03), 499-525

Martinez, C., Johnson, E., and Brown, M. Understanding mobile device fragmentation: A taxonomy and impact
analysis. IEEE Transactions on Mobile Computing. 2023 Jul; 22(7): 1456-1471.

Project Management Institute. A guide to the project management body of knowledge (PMBOK guide) 7th ed.
Project Management Institute. 2021.

Rodriguez, M., and Kim, ]J. Cost analysis of device fragmentation in mobile app development. International
Journal of Mobile Development Economics. 2024 Feb; 6(2): 112-128.

Schwaber, K., and Sutherland, ]. The scrum guide. Available from: 2020.
StatCounter. Mobile device market share analysis 2024. StatCounter Global Stats. 2024.

Thompson, R, Lee, H., and Garcia, A. Late-stage defect discovery in mobile development: Causes and
consequences. Software Engineering Economics. 2023 Aug; 11(4): 78-95.

Wasserman, T. Software engineering issues for mobile application development. Proceedings of the FSE/SDP
workshop on future of software engineering research. Association for Computing Machinery. 2010; 397-400.

Appendix A: Survey Instruments

Project Manager Interview Guide

Background Information
o How many years of experience do you have in mobile app project management?
o  What types of mobile applications does your organization typically develop?
o How many mobile development projects have you managed in the past two years?

TDD Implementation Experience
o Describe your organization's journey in adopting TDD for mobile development.
o What were the primary drivers for implementing TDD in your projects?
o  What challenges did you encounter during TDD adoption?

Device Fragmentation Management
o How does your team currently handle device fragmentation challenges?
o  What percentage of your project budget is typically allocated to device compatibility testing?
o How has TDD affected your approach to managing device-specific requirements?

Project Outcomes

o How has TDD implementation affected your project timelines?
o  What changes have you observed in defect discovery patterns?
o How has client satisfaction changed since implementing TDD?

Developer Survey Questionnaire

Demographics
e Years of mobile development experience: __
e Primary development platforms: [ ] i0S [ ] Android [ ] Cross-platform
e Teamsize:
e TDD experience level: [ ] Beginner [ ] Intermediate [ ] Advanced [ ] Expert

TDD Adoption Rate each statement on a scale of 1 (Strongly Disagree) to 5 (Strongly Agree):

TDD practices improve code quality in mobile development

Writing tests first helps identify device compatibility issues early

TDD increases initial development time but reduces overall project duration
Automated testing pipelines are essential for multi-device projects

TDD practices improve team collaboration and code understanding
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Challenges and Benefits

e  What are the three biggest challenges you've faced in implementing TDD for mobile development?
e  What are the three most significant benefits you've experienced from TDD adoption?
e How has TDD affected your approach to handling device-specific requirements?

Appendix B: i0S Swift TDD Implementation Framework

Project Structure for TDD in iOS

The following code structure demonstrates the implementation of TDD practices in i0S Swift development for managing

device fragmentation:

// MARK: - Project Structure

/*
MobileBankingApp/
F— MobileBankingApp/

F— Models/

F— Account.swift

tF— Transaction.swift

L— User.swift

F— Services/

F—— AuthenticationService.swift

— BankingAPIService.swift

L. DeviceCompatibilityService.swift

F— ViewModels/

| | F—— AccountViewModel.swift

| | Lo LoginViewModel.swift

F— Views/

| +— LoginViewController.swift
L— AccountViewController.swift

L— ytils/

| t—— DeviceDetection.swift

| L— SecurityUtils.swift

F— MobileBankingAppTests/

| F— ModelTests/

| F—— ServiceTests/

| F— ViewModelTests/

| L — IntegrationTests/

F— MobileBankingAppUITests/

| F— LoginFlowTests.swift

| F— AccountManagementTests.swift

| I—DeviceSpecificTests.swift

L— TestUtilities /

F—— MockServices.swift

F— TestFixtures.swift

L— DeviceSimulators.swift

]

// MARK: - Model Layer with TDD
// Account.swift
import Foundation
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struct Account {
let id: String
let accountNumber: String
let balance: Decimal
let accountType: AccountType
let isActive: Bool

enum AccountType: String, Caselterable {
case checking = "checking"
case savings = "savings"
case credit = "credit"

func formattedBalance() -> String {
let formatter = NumberFormatter()
formatter.numberStyle = .currency
formatter.locale = Locale.current
return formatter.string(from: balance as NSDecimalNumber) ?? "$0.00"

}

func canPerformTransaction(amount: Decimal) -> Bool {
guard isActive else { return false }

switch accountType {

case .checking, .savings:
return balance >= amount

case .credit:
let creditLimit = Decimal(5000) // Example credit limit
return (creditLimit + balance) >= amount

}
}
}

// MARK: - Service Layer with Device Compatibility
// DeviceCompatibilityService.swift
import UIKit

protocol DeviceCompatibilityServiceProtocol {
func getCurrentDevicelnfo() -> Devicelnfo
func isFeatureSupported(_feature: DeviceFeature) -> Bool
func getOptimalLayoutConfiguration() -> LayoutConfiguration

}

struct Devicelnfo {
let model: String
let screenSize: CGSize
let screenScale: CGFloat
let systemVersion: String
let biometricCapability: BiometricType
let isTablet: Bool
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enum DeviceFeature {
case facelD
case touchID
case nfc
case camera
case darkMode

enum BiometricType {
case none
case touchID
case facelD

struct LayoutConfiguration {
let usesCompactLayout: Bool
let navigationStyle: NavigationStyle
let buttonSize: ButtonSize

enum NavigationStyle {
case tabBar
case sideMenu
case bottomSheet

enum ButtonSize {
case small
case medium
case large
case extralarge

}
}

class DeviceCompatibilityService: DeviceCompatibilityServiceProtocol {
func getCurrentDevicelnfo() -> Devicelnfo {

let device = UlDevice.current
let screen = UlScreen.main

return Devicelnfo(
model: device.model,
screenSize: screen.bounds.size,
screenScale: screen.scale,

systemVersion: device.systemVersion,
biometricCapability: getBiometricCapability(),
isTablet: device.userInterfaceldiom == .pad

func isFeatureSupported(_feature: DeviceFeature) -> Bool {
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let devicelnfo = getCurrentDevicelnfo()

switch feature {
case .facelD:
return devicelnfo.biometricCapability == .facelD
case .touchlD:
return devicelnfo.biometricCapability == .touchID
case .nfc:
return NFCCapabilityChecker.isNFCAvailable()
case .camera:
return UllmagePickerController.isSourceTypeAvailable(.camera)
case .darkMode:
if #available(iOS 13.0, *) {
return true
} else {
return false

func getOptimalLayoutConfiguration() -> LayoutConfiguration {
let devicelnfo = getCurrentDevicelnfo()

if devicelnfo.isTablet {
return LayoutConfiguration(
usesCompactLayout: false,
navigationStyle: .sideMenu,
buttonSize: .large
)
} else {
let isSmallScreen = devicelnfo.screenSize.height < 667 // iPhone SE size
return LayoutConfiguration(
usesCompactLayout: isSmallScreen,
navigationStyle: .tabBar,
buttonSize: isSmallScreen ? .medium : .large
)
}
}

private func getBiometricCapability() -> BiometricType {
// Implementation would use LocalAuthentication framework
return .facelD // Simplified for example

}
}

// Helper class for NFC capability checking
class NFCCapabilityChecker {
static func isNFCAvailable() -> Bool {
// Implementation would check for NFC hardware availability
return true // Simplified for example

}
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// MARK: - ViewModel with Device-Aware Logic
// LoginViewModel.swift

import Foundation

import Combine

class LoginViewModel: ObservableObject {
@Published var username: String = ""
@Published var password: String =
@Published var isLoading: Bool = false
@Published var errorMessage: String?
@Published var isLoggedIn: Bool = false
@Published var biometricAuthAvailable: Bool = false

private let authService: AuthenticationServiceProtocol
private let deviceService: DeviceCompatibilityServiceProtocol
private var cancellables = Set<AnyCancellable>()

init(authService: AuthenticationServiceProtocol,
deviceService: DeviceCompatibilityServiceProtocol) {
self.authService = authService
self.deviceService = deviceService

setupBiometricAvailability()

}

func login() {
guard !username.isEmpty, password.isEmpty else {
errorMessage = "Please enter username and password"
return

isLoading = true
errorMessage = nil

authService.login(username: username, password: password)
.receive(on: DispatchQueue.main)
sink(
receiveCompletion: { [weak self] completion in
self?.isLoading = false
if case .failure(let error) = completion {
self?.errorMessage = error.localizedDescription

}

2

receiveValue: { [weak self] success in
self?.isLoggedIn = success

}
)

.store(in: andcancellables)
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func loginWithBiometrics() {
guard biometricAuthAvailable else { return }

isLoading = true
authService.authenticateWithBiometrics()
.receive(on: DispatchQueue.main)
.sink(
receiveCompletion: { [weak self] completion in
self?.isLoading = false
if case .failure(let error) = completion {
self?.errorMessage = error.localizedDescription

}

b

receiveValue: { [weak self] success in
self?.isLoggedIn = success

}
)

.store(in: andcancellables)

private func setupBiometricAvailability() {
biometricAuthAvailable = deviceService.isFeatureSupported(.facelD) ||
deviceService.isFeatureSupported(.touchID)

// MARK: - Authentication Service Protocol

protocol AuthenticationServiceProtocol {
func login(username: String, password: String) -> AnyPublisher<Bool, Error>
func authenticateWithBiometrics() -> AnyPublisher<Bool, Error>

}

// MARK: - Unit Tests

B.2 Comprehensive Test Suite Examples

// MARK: - Model Tests

// AccountTests.swift

import XCTest

@testable import MobileBankingApp

class AccountTests: XCTestCase {

// TDD: Red Phase - Write failing test first
func testAccountFormattedBalance() {
// Given
let account = Account(
id: "123",
accountNumber: "1234567890",
balance: 1234.56,
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accountType: .checking,
isActive: true

// When
let formattedBalance = account.formattedBalance()

// Then

XCTAssertTrue(formattedBalance.contains("1,234.56") ||
formattedBalance.contains("1234.56"))

XCTAssertTrue(formattedBalance.contains("$"))

func testCanPerformTransactionCheckingAccount() {
// Given
let account = Account(

id: "123",

accountNumber: "1234567890",

balance: 1000.00,

accountType: .checking,

isActive: true

// When and Then

XCTAssertTrue(account.canPerformTransaction(amount: 500.00))
XCTAssertFalse(account.canPerformTransaction(amount: 1500.00))

func testCanPerformTransactionInactiveAccount() {
// Given
let account = Account(

id: "123",

accountNumber: "1234567890",

balance: 1000.00,

accountType: .checking,

isActive: false

// When and Then

XCTAssertFalse(account.canPerformTransaction(amount: 100.00))

func testCreditAccountTransactionLogic() {
// Given
let creditAccount = Account(
id: "456",
accountNumber: "9876543210",
balance: -200.00, // Credit balance (negative)
accountType: .credit,
isActive: true
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// When and Then
XCTAssertTrue(creditAccount.canPerformTransaction(amount: 4800.00)) // Within credit limit
XCTAssertFalse(creditAccount.canPerformTransaction(amount: 5500.00)) // Exceeds credit limit

}
}

// MARK: - Service Tests

// DeviceCompatibilityServiceTests.swift
import XCTest

@testable import MobileBankingApp

class DeviceCompatibilityServiceTests: XCTestCase {
var deviceService: DeviceCompatibilityService!

override func setUp() {
super.setUp()
deviceService = DeviceCompatibilityService()

}

override func tearDown() {
deviceService = nil
super.tearDown()

}

func testGetCurrentDevicelnfo() {
// When
let devicelnfo = deviceService.getCurrentDevicelnfo()

// Then

XCTAssertFalse(devicelnfo.model.isEmpty)
XCTAssertGreaterThan(devicelnfo.screenSize.width, 0)
XCTAssertGreaterThan(devicelnfo.screenSize.height, 0)
XCTAssertGreaterThan(devicelnfo.screenScale, 0)
XCTAssertFalse(devicelnfo.systemVersion.isEmpty)

func testIsFeatureSupportedDarkMode() {
// When
let darkModeSupported = deviceService.isFeatureSupported(.darkMode)

// Then

if #available(iOS 13.0, *) {
XCTAssertTrue(darkModeSupported)

} else {
XCTAssertFalse(darkModeSupported)

}
}

func testGetOptimalLayoutConfigurationPhone() {
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// This test would need to be modified based on device type
// For demonstration, we'll test the logic

// When
let config = deviceService.getOptimalLayoutConfiguration()

// Then
XCTAssertNotNil(config)
// Additional assertions based on expected device characteristics

// MARK: - ViewModel Tests

// LoginViewModelTests.swift
import XCTest

import Combine

@testable import MobileBankingApp

class LoginViewModelTests: XCTestCase {

var viewModel: LoginViewModel!

var mockAuthService: MockAuthenticationService!

var mockDeviceService: MockDeviceCompatibilityService!
var cancellables: Set<AnyCancellable>!

override func setUp() {
super.setUp()
mockAuthService = MockAuthenticationService()
mockDeviceService = MockDeviceCompatibilityService()
viewModel = LoginViewModel(
authService: mockAuthService,
deviceService: mockDeviceService

)

cancellables = Set<AnyCancellable>()

}

override func tearDown() {
viewModel = nil
mockAuthService = nil
mockDeviceService = nil
cancellables = nil
super.tearDown()

func testLoginSuccessful() {
// Given
mockAuthService.shouldSucceed = true
viewModel.username = "testuser”
viewModel.password = "password123"

let expectation = XCTestExpectation(description: "Login successful")
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// When
viewModel.$isLoggedIn
.dropFirst()
.sink { isLoggedIn in
ifisLoggedIn {
expectation.fulfill()
}
}

.store(in: andcancellables)
viewModel.login()

// Then

wait(for: [expectation], timeout: 2.0)
XCTAssertTrue(viewModel.isLoggedIn)
XCTAssertFalse(viewModel.isLoading)
XCTAssertNil(viewModel.errorMessage)

func testLoginFailure() {
// Given
mockAuthService.shouldSucceed = false
mockAuthService.errorToReturn = AuthenticationError.invalidCredentials
viewModel.username = "testuser”
viewModel.password = "wrongpassword"

let expectation = XCTestExpectation(description: "Login failed")

// When
viewModel.$errorMessage
.dropFirst()
.sink { errorMessage in
if errorMessage != nil {
expectation.fulfill()

}
}

.store(in: andcancellables)
viewModel.login()

// Then

wait(for: [expectation], timeout: 2.0)
XCTAssertFalse(viewModel.isLoggedIn)
XCTAssertFalse(viewModel.isLoading)
XCTAssertNotNil(viewModel.errorMessage)

func testEmptyCredentialsValidation() {
// Given
viewModel.username =
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viewModel.password =

// When
viewModel.login()

// Then

XCTAssertEqual(viewModel.errorMessage, "Please enter username and password")

XCTAssertFalse(viewModel.isLoading)
XCTAssertFalse(viewModel.isLoggedIn)

func testBiometricAvailabilitySetup() {
// Given
mockDeviceService.faceIDSupported = true
mockDeviceService.touchIDSupported = false

// When

let newViewModel = LoginViewModel(
authService: mockAuthService,
deviceService: mockDeviceService

// Then
XCTAssertTrue(newViewModel.biometricAuthAvailable)

}
}

// MARK: - Mock Services for Testing

class MockAuthenticationService: AuthenticationServiceProtocol {
var shouldSucceed = true
var errorToReturn: Error?

func login(username: String, password: String) -> AnyPublisher<Bool, Error> {
if shouldSucceed {
return Just(true)
.setFailureType(to: Error.self)
.delay(for: 0.1, scheduler: DispatchQueue.main)
.eraseToAnyPublisher()
}else {
return Fail(error: errorToReturn ?? AuthenticationError.invalidCredentials)
.delay(for: 0.1, scheduler: DispatchQueue.main)
.eraseToAnyPublisher()

func authenticateWithBiometrics() -> AnyPublisher<Bool, Error> {
if shouldSucceed {
return Just(true)
.setFailureType(to: Error.self)
.delay(for: 0.1, scheduler: DispatchQueue.main)
.eraseToAnyPublisher()

519




World Journal of Advanced Engineering Technology and Sciences, 2025, 16(03), 499-525

}else {
return Fail(error: errorToReturn ?? AuthenticationError.biometricFailed)
.delay(for: 0.1, scheduler: DispatchQueue.main)
.eraseToAnyPublisher()

class MockDeviceCompatibilityService: DeviceCompatibilityServiceProtocol {
var facelDSupported = false
var touchIDSupported = false
var mockDevicelnfo = Devicelnfo(
model: "iPhone 12",
screenSize: CGSize(width: 375, height: 812),
screenScale: 3.0,
systemVersion: "15.0",
biometricCapability: .facelD,
isTablet: false

func getCurrentDevicelnfo() -> Devicelnfo {
return mockDevicelnfo

func isFeatureSupported(_feature: DeviceFeature) -> Bool {
switch feature {
case .facelD:
return facelDSupported
case .touchlD:
return touchIDSupported
case .darkMode:
return true
default:
return true

func getOptimalLayoutConfiguration() -> LayoutConfiguration {
return LayoutConfiguration(
usesCompactLayout: false,
navigationStyle: .tabBar,
buttonSize: .large
)
}
}

enum AuthenticationError: Error, LocalizedError {
case invalidCredentials
case biometricFailed
case networkError
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var errorDescription: String? {
switch self {
case .invalidCredentials:
return "Invalid username or password"
case .biometricFailed:
return "Biometric authentication failed"
case .networKkError:
return "Network connection error"

B.3 Ul Testing for Device Fragmentation

// MARK: - UI Tests for Device Compatibility
// DeviceSpecificUITests.swift
import XCTest

class DeviceSpecificUITests: XCTestCase {
var app: XCUIApplication!

override func setUp() {
super.setUp()
continueAfterFailure = false
app = XCUIApplication()
app-launch()

}

func testLoginFlowOnDifferentScreenSizes() {

// Test on different simulated device sizes

let devices: [(String, CGSize)] = [
("iPhone SE", CGSize(width: 375, height: 667)),
("iPhone 12", CGSize(width: 390, height: 844)),
("iPhone 12 Pro Max", CGSize(width: 428, height: 926)),
("iPad", CGSize(width: 768, height: 1024))

]

for (deviceName, _) in devices {
// In actual implementation, you would configure the simulator
// for each device size programmatically or run tests on different simulators

performLoginFlowTest(deviceName: deviceName)

}
}

private func performLoginFlowTest(deviceName: String) {
// Navigate to login screen
let usernameField = app.textFields["username"]
let passwordField = app.secureTextFields["password"]
let loginButton = app.buttons["loginButton"]
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// Verify elements are accessible and properly sized
XCTAssertTrue(usernameField.exists, "Username field should exist on \ (deviceName)")
XCTAssertTrue(passwordField.exists, "Password field should exist on \ (deviceName)")
XCTAssertTrue(loginButton.exists, "Login button should exist on \ (deviceName)")

// Verify elements are in viewport

XCTAssertTrue(usernameField.isHittable, "Username field should be hittable on \ (deviceName)")
XCTAssertTrue(passwordField.isHittable, "Password field should be hittable on \ (deviceName)")
XCTAssertTrue(loginButton.isHittable, "Login button should be hittable on \(deviceName)")

// Test input and interaction
usernameField.tap()
usernameField.typeText("testuser")

passwordField.tap()
passwordField.typeText("password123")

loginButton.tap()

// Verify navigation after successful login

let accountScreen = app.otherElements["accountScreen"]

XCTAssertTrue(accountScreen.waitForExistence(timeout: 5),
"Account screen should appear after login on \ (deviceName)")

func testAdaptiveLayoutElements() {
// Test that Ul elements adapt appropriately to different screen sizes
let navigationBar = app.navigationBars.firstMatch
let tabBar = app.tabBars.firstMatch

if UlDevice.current.userinterfaceldiom == .pad {
// On iPad, expect side navigation or different layout
XCTAssertTrue(app.buttons["sideMenuButton"].exists ||
navigationBar.exists)
} else {
// On iPhone, expect tab bar navigation
XCTAssertTrue(tabBar.exists, "Tab bar should exist on iPhone")

}
}

func testDarkModeSupport() {
if #available(i0S 13.0, *) {
// Test dark mode appearance
app.buttons|["settingsButton"].tap()
app-switches["darkModeToggle"].tap()

// Verify Ul adapts to dark mode
let loginScreen = app.otherElements["loginScreen"]
XCTAssertTrue(loginScreen.exists)
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// Additional assertions for dark mode styling would go here

}
}

func testBiometricAuthenticationFlow() {
// This test would require biometric simulation setup
guard app.buttons["biometricLoginButton"].exists else {
XCTSkip("Biometric authentication not available on this device")

}

app.buttons["biometricLoginButton"].tap()

// In actual implementation, you would need to handle biometric simulation
// or use device-specific test configurations

let authPrompt = app.alerts.firstMatch
XCTAssertTrue(authPrompt.waitForExistence(timeout: 3))

// MARK: - Performance Tests for Different Devices
class DevicePerformanceTests: XCTestCase {

func testAppLaunchPerformance() {
measure(metrics: [XCTApplicationLaunchMetric()]) {
XCUIApplication().launch()
}
}

func testScrollingPerformance() {
let app = XCUIApplication()
app.launch()

// Navigate to a screen with scrollable content
app-buttons["accountsButton"].tap()

let accountsList = app.tables["accountsList"]
XCTAssertTrue(accountsList.waitForExistence(timeout: 5))

// Measure scrolling performance

measure(metrics: [XCTOSSignpostMetric.scrollingAndDecelerationMetric]) {
accountsList.swipeUp()
accountsList.swipeDown()

}
}
}

B.4 Continuous Integration Configuration

# .github/workflows/ios-tdd-tests.yml
name: i0S TDD Tests
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on:
push:
branches: [ main, develop ]
pull_request:
branches: [ main |

jobs:
test:
runs-on: macos-latest

strategy:
matrix:

device:
- "iPhone SE (3rd generation)"
- "iPhone 14"
- "iPhone 14 Pro"
- "iPhone 14 Pro Max"
- "iPad (9th generation)"
- "iPad Pro (12.9-inch) (6th generation)"

ios: ["16.0","15.5"]

steps:
- uses: actions/checkout@v3

- name: Select Xcode Version
run: sudo xcode-select -s /Applications/Xcode_14.0.app/Contents/Developer

- name: Install Dependencies
run: |
gem install cocoapods
pod install

- name: Run Unit Tests
run: |
xcodebuild test \
-workspace MobileBankingApp.xcworkspace \
-scheme MobileBankingApp \
-destination "platform=i0S Simulator,name=${{ matrix.device }},0S=${{ matrix.ios }}" \
-only-testing:MobileBankingAppTests \
CODE_SIGN_IDENTITY=""\
CODE_SIGNING_REQUIRED=NO

- name: Run UI Tests
run: |
xcodebuild test \
-workspace MobileBankingApp.xcworkspace \
-scheme MobileBankingApp \
-destination "platform=i0S Simulator,name=${{ matrix.device }},0S=${{ matrix.ios }}" \
-only-testing:MobileBankingAppUITests \
CODE_SIGN_IDENTITY=""\
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CODE_SIGNING_REQUIRED=NO
- name: Generate Code Coverage Report
run: |
Xcrun xccov view --report --json DerivedData/Logs/Test/*xcresult > coverage.json

- name: Upload Coverage to Codecov
uses: codecov/codecov-action@v3
with:

file: coverage.json
fail_ci_if_error: true
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